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ABSTRACT
To test heuristic algorithms and techniques, researchers need numerous datasets so as to measure effectiveness and improve approaches. This paper discusses using Mathematica, a mathematical programming language, for randomly generating the specifications for manufacturing flow line models. Important issues include determining an arrival rate to a flow line, the number of flow line stations, the number of parallel servers for each production station, and specifying the service time distributions and their associated parameters. The paper concludes with a discussion on generating more general types of simulation models.

1 INTRODUCTION
Consider a manufacturing flow line system as a series arrangement of a finite number of production stations or resources. Production flow line (or flow shop) systems of this type are widely used in industry to represent situations in which parts arrive to a service area, obtain the service they require, and then move on to the next service area or leave the system (Carmichael 1987). This relationship is illustrated in Figure 1 (based on Pinedo 1982). A description of the basic notation is given in Table 1.

Figure 1: A flow line has N production steps, where each resource or production step consists of a parallel machine and associated waiting or buffer area.

Table 1: Description of flow line system

<table>
<thead>
<tr>
<th></th>
<th>Description of flow line system</th>
</tr>
</thead>
<tbody>
<tr>
<td>R</td>
<td>Receiving area</td>
</tr>
<tr>
<td>S</td>
<td>Shipping area</td>
</tr>
<tr>
<td>N</td>
<td>Number of production steps to produce a part</td>
</tr>
<tr>
<td>Ri</td>
<td>A resource or production step consisting of a queue and associated machine (i = 1 to N)</td>
</tr>
<tr>
<td>Mi</td>
<td>Machine i (i = 1 to N) with j number of parallel servers</td>
</tr>
<tr>
<td>Qj</td>
<td>Infinite Queue or buffer proceeding Mj+1 (j = 0 to N-1)</td>
</tr>
</tbody>
</table>
Flow line manufacturing systems have been widely studied in operations research as serial, series or tandem queueing systems (Hendricks 1992; Altiok 1989; McCormick, Pinedo, Shenker, and Wolff 1989; Graves 1986; Konig and Shmidt 1984; Hillier and Boling 1967; Ku and Niu 1986; Lee and Zipkin 1992; Maaloe 1973; Pinedo 1982; Brandwajin and Jow 1988; Shalmon and Kaplan 1984; Suresh and Whitt 1990; Whitt 1983, 1984; Wolff 1982; Wittrock 1988).

To test heuristic algorithms and techniques, researchers need numerous datasets so as to measure effectiveness and improve approaches. This objective of this paper is to discuss using Mathematica, a mathematical programming language, for generating the specifications for manufacturing flow line models. Section 2 explores the issues involved in generating random flow line models. Section 3 presents an example of a randomly generated model. Section 4 concludes with a discussion on generating different types of simulation models.

2 GENERATING RANDOM FLOW LINE MODELS

A Mathematica program has been developed for generating random flow line simulation models (Savory 1993). Figure 2 illustrates the process by which a model is generated. The remainder of this section discusses the specifics on randomly generating a model.

### 2.1 Specifying the time between arrivals and the number of stations

The program first prompts the user to specify the time between arrivals to the flow line ($1/\lambda$) and the number of stations or resources in the flow line (N).

### 2.2 Utilization of each work station

For each of the resources in the flow line, the Mathematica program generates a value for $\rho$, the utilization, selects a service time distribution, and then generates the appropriate parameter values.

\[
\rho = \text{Random[UniformDistribution[.20,.80]]}
\]

This and subsequent Mathematica statements require that the Mathematica DiscreteDistributions package be loaded:

\[
<< \text{Statistics`DiscreteDistributions`}
\]
2.3 The number of parallel servers for each work station
For each of the resources, the program next generates the number of parallel servers performing the resource’s task. The *Mathematica* code for accomplishing this is:

\[ S = \text{Random[DiscreteUniformDistribution[10]]} \]

The variable \( S \), the number of servers for the resource, is set to be an integer ranging from one to ten.

2.4 The service time distribution for each production station
For each resource or production station, a service time distribution must be specified. The generating program randomly selects (with equal probability) the distribution to be either the exponential, lognormal, normal, triangular, or uniform distribution. Using this specification, the generation program next estimates the service time parameters. The key to accomplishing this specification is to realize that since the mean time between arrivals, the number of servers, and the utilization of each production station are known, computing the mean for the generated parameter values must be such that \( \rho \leq 1 \) to ensure that the flow line achieves steady-state.

2.5 Generating parameters for service time distributions

2.5.1 exponential distribution
For an exponential service time distribution, the only parameter that needs to be estimated is its mean \( \mu \). For any queueing system, a resource’s utilization (i.e., \( \rho \)) is equal to:

\[ \rho = \frac{\lambda \mu}{s} \]

Since the time between arrivals (\( 1/\lambda \)), the number of servers (\( S \)), and the resource utilization (\( \rho \)) are known, solving for the service mean results in the following equation:

\[ \mu = \rho \times S \times \frac{1}{\lambda} \]

Thus, the mean parameter is based in the resource utilization that was previously generated.

2.5.2 normal and lognormal distributions
For the lognormal and normal service time distributions, the mean value is generated using the service time utilization relationship:

\[ \mu = \rho \times S \times \frac{1}{\lambda} \]

The standard deviation is generated using its relationship to the coefficient of variation (the standard deviation divided by the service mean):

\[ \sigma = \text{Random[UniformDistribution[.01,.10]]} \times \mu \]

Thus, a value between 0.10 and 0.10 is generated for the coefficient of variation and multiplied by the generated service time mean.
2.5.3 uniform distribution
For the uniform service time distribution, a mean and standard deviation are computed using the same logic as for the lognormal and normal distributions. To generate the specific parameter values (a minimum and a maximum) for the uniform distribution, the following relationship is used (Pritsker 1986):

\[
\text{minimum} = \text{mean} - \sqrt{3} \times \text{standard deviation} \\
\text{maximum} = \text{mean} + \sqrt{3} \times \text{standard deviation}
\]

Using the generated mean and standard deviation, the minimum and maximum parameter values are computed.

2.5.4 triangular distribution
The triangular service time distribution requires estimating three parameters: a maximum, a mode, and a minimum. To estimate these, a maximum mean value is computed using the utilization relationship:

\[
\mu = \rho \times S \times \frac{1}{\lambda}
\]

The program next randomly generates a maximum value, a mode (a value between zero and the generated maximum), and a minimum (a value between zero and the generated mode):

\[
\text{maximum} = \text{Random[UnifromDistribution[ 0, 1/\lambda ]]}
\text{mode} = \text{Random[UnifromDistribution[ 0, maximum]]}
\text{minimum} = \text{Random[UnifromDistribution[ 0, mode]]}
\]

The program computes the mean for these three parameter estimates:

\[
\mu^* = \frac{\text{maximum} + \text{mode} + \text{minimum}}{3}
\]

If the new mean \((\mu^*)\) is less than the originally generated maximum mean \((\mu)\), then these three values represent the respective parameters of a triangular distribution. Otherwise, the program generates three more estimates of the maximum, mode, and minimum. This procedure continues until the mean of the three parameters \((\mu^*)\) is less than the maximum mean \((\mu)\).

3 EXAMPLE MODEL
Running the Mathematica program for a flow line consisting of six resources and a time between arrivals of 100 seconds results in the flow line described in Figure 3. The resulting description includes such information as each resource’s arrival mean, arrival rate, arrival variability, arrival coefficient of variation, and arrival squared coefficient of variation. It also specifies the number of parallel resources for the resource, the service distribution and its parameters, the service mean, the service variability, the service time standard deviation, the service time coefficient of variation, the service time squared coefficient of variation, and the resource utilization.
### Resource #1 of the Flow Line
- Arrival Mean is 100
- Arrival Rate is 0.01
- Arrival Variability is 10000
- Arrival COV is 1.
- Arrival SQCOV is 1.
- Number of Parallel Resources is 1
- Service Distribution is Uniform (75, 85)
- Service Mean is 80.
- Service Variability is 8.33333
- Service SD is 2.88675
- Service Time is COV is 0.0360844
- Service Time SQCOV is 0.00130208
- Resource Utilization is 0.8

### Resource #2 of the Flow Line
- Arrival Mean is 100
- Arrival Rate is 0.01
- Arrival Variability is 10000
- Arrival COV is 1.
- Arrival SQCOV is 1.
- Number of Parallel Resources is 2
- Service Distribution is Normal (130, 15)
- Service Mean is 130.
- Service Variability is 225.
- Service SD is 15.
- Service Time is COV is 0.115385
- Service Time SQCOV is 0.0133136
- Resource Utilization is 0.65

### Resource #3 of the Flow Line
- Arrival Mean is 100
- Arrival Rate is 0.01
- Arrival Variability is 10000
- Arrival COV is 1.
- Arrival SQCOV is 1.
- Number of Parallel Resources is 2
- Service Distribution is Triangular (120, 150, 180)
- Service Mean is 150.
- Service Variability is 150.
- Service SD is 12.2474
- Service Time is COV is 0.0816497
- Service Time SQCOV is 0.00666667
- Resource Utilization is 0.75

### Resource #4 of the Flow Line
- Arrival Mean is 100
- Arrival Rate is 0.01
- Arrival Variability is 10000
- Arrival COV is 1.
- Arrival SQCOV is 1.
- Number of Parallel Resources is 4
- Service Distribution is Normal (320, 25)
- Service Mean is 320.
- Service Variability is 625.
- Service SD is 25.
- Service Time is COV is 0.078125
- Service Time SQCOV is 0.00610352
- Resource Utilization is 0.8

### Resource #5 of the Flow Line
- Arrival Mean is 100
- Arrival Rate is 0.01
- Arrival Variability is 10000
- Arrival COV is 1.
- Arrival SQCOV is 1.
- Number of Parallel Resources is 1
- Service Distribution is Triangular (32, 43, 60)
- Service Mean is 45.
- Service Variability is 33.1667
- Service SD is 5.75905
- Service Time is COV is 0.127979
- Service Time SQCOV is 0.0163786
- Resource Utilization is 0.45

### Resource #6 of the Flow Line
- Arrival Mean is 100
- Arrival Rate is 0.01
- Arrival Variability is 10000
- Arrival COV is 1.
- Arrival SQCOV is 1.
- Number of Parallel Resources is 1
- Service Distribution is Uniform (64, 80)
- Service Mean is 72.
- Service Variability is 21.3333
- Service SD is 4.6188
- Service Time is COV is 0.06415
- Service Time SQCOV is 0.00411523
- Resource Utilization is 0.72

Figure 3: Output resulting from running the generation program. This is a six station production flow line in which the time between part arrivals to the flow line was specified to be 100 seconds.
4 EXTENSIONS

The objective of this paper has been to demonstrate using the mathematical routines of Mathematica to generate random simulation models to use for testing algorithms or techniques.

The manufacturing flow line discussed in this paper requires that all parts pass through the same sequence of resources with no feedback, scrap, or rework. In addition, it assumes that resources are 100% reliable and never experience a breakdown. These types of characteristics can be added to the generation program. For example, one approach to generating flow line models with scrap is for the program to generate a probability that after finishing processing at a resource, the part is scrapped or continues to the next stations. In discussing networks of queues, Molloy (1989) and Mehdi (1991) remark that one needs to adjust the arrival rate to the subsequent resource in the flow line (since some of the arrivals are “lost” to scrap). As for breakdowns, a similar approach of determining a time between breakdowns (either deterministic or probabilistic) and a breakdown repair distribution.
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